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**Задача 2.**

Создать класс «Матрица n, m3», где n, m – количество строк и столбцов в матрице. Каждый элемент, кроме элементов в крайних строках, должен быть связан с соседними (звено 4-связного списка).Найти сумму двух матриц.
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***1. Словесное описание алгоритма.***

Программа позволяет работать с матрицами, элементы которых связаны с соседними. В данной программе реализована операция сложения матриц.

***2. Описание классов: переменные и методы. Типы доступа. Объявление методов***

class MATRIX\\Класс матрицы

{

private:

 int n; \\ Число строк

 int m; \\Число столбцов

 chamber \*\*a;\\ Матрица

public:

 chamber &RETURN\_a(int i, int j) \\Метод возврата элемента

 MATRIX()\\конструктор

 ~MATRIX()\\деструктор

 MATRIX(MATRIX &M) \\конструктор копирования

 MATRIX(int x, int y) \\конструктор с параметрами

 int RETURN\_n()\\Метод возврата n

 int RETURN\_m()\\Метод возврата m

 void INITIATE()\\Метод инициализации

 void SET\_NULL()\\Метод заполнения матрицы

 void SET\_SMART()\\Метод заполнения матрицы

 void SET\_FULL(int x) \\Метод заполнения матрицы

 void SET\_LINES()\\Метод заполнения матрицы

 void TRANS()\\Метод транспонирования

 void PRINT()\\Метод печати

 MATRIX& operator=(const MATRIX& M) \\переопределение оператора присваивания

 const MATRIX operator+(MATRIX & left,MATRIX & right) \\ переопределение оператора сложения

***3. Тестовые запуски***



***4. Код программы***

#include <iostream>

#include <string>

using namespace std;

struct Node{

 int x;

 Node \*right;

 Node \*left;

 Node \*up;

 Node \*down;

};

class Matrix{

 int n;

 int m;

 Node \*first;

public:

 Matrix()

 {

 n = 1;

 m = 1;

 first = NULL;

 AddElem(0,0,0);

 }

 Matrix(int n1, int m1)

 {

 n = n1;

 m = m1;

 first = NULL;

 for(int i=0; i<n; i++)

 {

 for(int j=0; j<m; j++)

 {

 AddElem(0,i,j);

 }

 }

 }

 Matrix(const Matrix &M)

 {

 n = M.n;

 m = M.m;

 first = NULL;

 Node \*t = M.first;

 for(int i=0; i<n; i++)

 {

 Node \*el = t;

 for(int j=0; j<m; j++)

 {

 AddElem(el->x,i,j);

 el = el->right;

 }

 t = t->down;

 }

 }

 ~Matrix()

 {

 Node \*t;

 while(first != NULL)

 {

 t = first;

 first = first->down;

 while(t)

 {

 Node \*del = t;

 t = t->right;

 delete del;

 }

 }

 first = NULL;

 }

 void AddElem(int x, int i, int j)

 {

 if(i >= n || j>=m)

 {

 cout<<"Error in method AddElem (i >= n || j>=m)";

 return;

 }

 Node \*temp = new Node;

 temp->right = NULL;

 temp->down = NULL;

 temp->x = x;

 Node \*t = first;

 if(first != NULL)

 {

 Node \*t\_up = NULL;

 for(int i1=0; i1<i; i1++)

 {

 t\_up = t;

 t = t->down;

 }

 if(j==0)

 {

 t\_up->down = temp;

 temp->left = NULL;

 temp->up = t\_up;

 }

 else

 {

 for(int j1=0; j1<j-1; j1++)

 {

 t = t->right;

 if(i!=0)

 t\_up = t\_up->right;

 }

 if(i != 0)

 {

 t\_up = t\_up->right;

 t\_up->down = temp;

 }

 t->right = temp;

 temp->left = t;

 temp->up = t\_up;

 }

 }

 else

 {

 first = temp;

 first->left = NULL;

 first->up = NULL;

 }

 }

 void Set(int x, int i, int j)

 {

 if(i >= n || j>=m)

 {

 cout<<"Error in method Set (i >= n || j>=m)";

 return;

 }

 Node \*t = first;

 for(int i1=0; i1<i; i1++)

 {

 t = t->down;

 }

 for(int j1=0; j1<j; j1++)

 {

 t = t->right;

 }

 t->x = x;

 }

 Matrix& operator=(const Matrix &M)

 {

 if(n!=M.n || m!=M.m)

 {

 n = M.n;

 m = M.m;

 Node \*t;

 while(first != NULL)

 {

 t = first;

 first = first->down;

 while(t)

 {

 Node \*del = t;

 t = t->right;

 delete del;

 }

 }

 first = NULL;

 t = M.first;

 for(int i=0; i<n; i++)

 {

 Node \*el = t;

 for(int j=0; j<m; j++)

 {

 AddElem(el->x,i,j);

 el = el->right;

 }

 t = t->down;

 }

 }

 else{

 Node \*t = M.first;

 for(int i=0; i<n; i++)

 {

 Node \*el = t;

 for(int j=0; j<m; j++)

 {

 Set(el->x,i,j);

 el = el->right;

 }

 t = t->down;

 }

 }

 return \*this;

 }

 Matrix operator+(const Matrix &M)

 {

 if(n!=M.n || m!=M.m)

 {

 cout<<"Ошибка при сложении матриц. Размерности матриц не совпадают\n";

 exit(1);

 }

 Matrix Res(n,m);

 Node \*t1 = first;

 Node \*t2 = M.first;

 for(int i=0; i<n; i++)

 {

 Node \*el1 = t1;

 Node \*el2 = t2;

 for(int j=0; j<m; j++)

 {

 Res.Set(el1->x + el2->x, i, j);

 el1 = el1->right;

 el2 = el2->right;

 }

 t1 = t1->down;

 t2 = t2->down;

 }

 return Res;

 }

 //перегрузка вывода

 template <class C>

 friend basic\_ostream<C>& operator<<(basic\_ostream<C> &out,Matrix &A)

 {

 Node \*t = A.first;

 for(int i=0; i<A.n; i++)

 {

 Node \*el = t;

 for(int j=0; j<A.m; j++)

 {

 out<<el->x<<" ";

 el = el->right;

 }

 t = t->down;

 out<<endl;

 }

 return out;

 }

 //перегрузка ввода

 template <class C>

 friend basic\_istream<C>& operator>>(basic\_istream<C> &in,Matrix &A)

 {

 char ch;

 for(int i=0; i<A.n; i++)

 {

 for(int j=0; j<A.m; j++)

 {

 cout<<"M["<<i<<"]["<<j<<"] = ";

 in>>ch;

 if( !isdigit(ch) )

 {

 cout<<"Ошибка ввода. Нужно вводить цифры\n";

 exit(1);

 }

 else

 A.Set(ch - '0',i,j);

 }

 }

 return in;

 }

};

int main()

{

 setlocale(LC\_ALL, "rus");

 Matrix A(3,3);

 Matrix B(3,3);

 cout<<"Заполните первую матрицу.\n";

 cin>>A;

 cout<<"Вывод первой матрицы:\n"<<A<<endl;

 cout<<"Заполните вторую матрицу.\n";

 cin>>B;

 cout<<"Вывод второй матрицы:\n"<<B<<endl;

 cout<<"Результат сложения матриц:\n"<<A+B<<endl;

 system("pause");

 return 0;

}
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