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# I. Постановка задачи

Написать консольную программу для сортировки файлов CSV.

Управление должно осуществляться через аргументы командной строки. Предусмотреть следующие возможности: многопоточная обработка, проверка доступности файла, создание log-файла с описанием произошедших ошибок, использование шаблонных символов в качестве имени файла, возможность обработки файлов как в каталоге, так и всех его подкаталогах. Для работы использовать функции POSIX API.

# II. Алгоритм решения задачи

**CSV** (от англ. Comma-Separated Values — значения, разделённые запятыми) — текстовый формат, предназначенный для представления табличных данных. Спецификация:

* Каждая строка файла — это одна строка таблицы.
* Разделителем значений колонок является символ запятой (,).
* Значения, содержащие зарезервированные символы (двойная кавычка, запятая, точка с запятой, новая строка) обрамляются двойными кавычками.

Исходя из этого, можно реализовать следующий алгоритм:

1. Создать очередь для путей к файлам.
2. Рекурсивно обойти каталог и его содержимое, проверяя имена файлов на соответствие регулярному выражению.
3. Если соответствует, то поместить путь к файлу в очередь, иначе – пропустить и перейти к следующему файлу.
4. Параллельно с этим работают потоки, которые извлекают данные из очереди, используя средства синхронизации потоков (мьютексы, семафоры).
5. После извлечения поток открывает файл для чтения и считывает первую строку для того, чтобы посчитать количество столбцов.
6. Далее происходит считывание каждой строки в стек, т.к. заранее неизвестно число записей.
7. Стек переписывается в вектор и сортируется по столбцу, номер которого был введен в аргументах запуска.
8. Наконец, отсортированные данные записываются в тот же файл, откуда были считаны.
9. Повторяются шаги 4-8 пока очередь не опустеет.

Таким образом, после работы программы все нужные файлы отказываются отсортированными.

# III. Текст программы

#include <string.h>

#include <sys/types.h>

#include <regex.h>

#include <dirent.h>

#include <sys/stat.h>

#include <unistd.h>

#include <stdio.h>

#include <stdlib.h>

#include <malloc.h>

#include <stddef.h>

#include <math.h>

#include <time.h>

#include <pthread.h>

#include <semaphore.h>

//-- Структуры очереди и стека -------

typedef struct \_queue\_node {

char \*dir;

char \*fname;

struct \_queue\_node \*next;

} queue\_node;

typedef struct \_queue {

queue\_node \*head;

queue\_node \*tail;

} queue;

void queue\_init(queue \*q) {

q->head = NULL;

q->tail = NULL;

}

typedef struct \_stack\_node {

char \*\*str\_vect;

struct \_stack\_node \*next;

} stack\_node;

void queue\_push(queue \*q, char \*a, char \*b) {

queue\_node \*node = (queue\_node \*) malloc(sizeof(queue\_node));

node->dir = (char \*) malloc(256);

node->fname = (char \*) malloc(256);

node->next = NULL;

strcpy(node->dir, a);

strcpy(node->fname, b);

if (q->head == NULL) {

q->head = q->tail = node;

} else {

q->tail->next = node;

q->tail = node;

}

}

queue\_node \*queue\_pop(queue \*q) {

queue\_node \*temp = q->head;

if (temp != NULL) {

if (q->head->next == NULL) {

q->head = q->tail = NULL;

} else {

q->head = q->head->next;

}

}

return temp;

}

void queue\_print(queue \*q) {

queue\_node \*cur = q->head;

while (cur != NULL) {

printf("%s/%s\n", cur->dir, cur->fname);

cur = cur->next;

}

printf("\n");

}

void stack\_push(stack\_node \*\*s, char \*\*str) {

stack\_node \*nnode = (stack\_node \*) malloc(sizeof(stack\_node));

nnode->next = NULL;

nnode->str\_vect = str;

if ((\*s) == NULL) {

(\*s) = nnode;

} else {

nnode->next = (\*s);

(\*s) = nnode;

}

}

char \*\*stack\_pop(stack\_node \*\*s) {

if ((\*s) != NULL) {

char \*\*temp = (\*s)->str\_vect;

stack\_node \*st\_temp = (\*s);

(\*s) = (\*s)->next;

free(st\_temp);

return temp;

}

return 0;

}

//-- Глоабльные Переменные --------------------

sem\_t global\_semaphore;

queue global\_queue;

pthread\_mutex\_t global\_queue\_mutex;

unsigned end\_flag;

FILE \*err\_file;

//-- Печать ошибок в файл ---------------------

void print\_error(char \*msg, char \*dop) {

if (err\_file == NULL) {

time\_t rawtime;

struct tm \*timeinfo;

char strtime[25] = "";

rawtime = time(NULL);

timeinfo = localtime(&rawtime);

strftime(strtime, 25, "%Y-%m-%d %H:%M:%S.log", timeinfo);

err\_file = fopen(strtime, "w");

}

fprintf(err\_file, "%s %s\n", msg, dop);

}

//-- Здесь реализован обход каталога

int print\_dir(char \*cdir\_name, regex\_t pr) {

struct dirent \*entry;

struct stat statbuf;

DIR \*cur\_dir;

int rc = 0;

if ((cur\_dir = opendir(cdir\_name)) == NULL) {

print\_error("Не удается открыть директорию", cdir\_name);

return -1;

}

// Меняем рабочий каталог программы

chdir(cdir\_name);

char cdir[256];

getcwd(cdir, 256);

regmatch\_t \*rm = (regmatch\_t \*) malloc (sizeof(regmatch\_t \*) \* (pr.re\_nsub + 1));

while ((entry = readdir(cur\_dir)) != NULL) {

// Получаем информацию о файле

rc = stat(entry->d\_name, &statbuf);

if (rc != 0) {

print\_error("Ошибка при вызове stat for", entry->d\_name);

return -1;

}

// Если это директория, рекурсивно вызываем функцию

if (S\_ISDIR(statbuf.st\_mode)) {

// Проверяем, является ли она . или ..

if (strcmp(".", entry->d\_name) == 0 ||

strcmp("..", entry->d\_name) == 0) {

// Если да, игнорируем

continue;

}

// Выводим имя директории и заходим в нее

print\_dir(entry->d\_name, pr);

}

else {

if (regexec(&pr, entry->d\_name, pr.re\_nsub + 1, rm, 0) == 0 &&

rm[0].rm\_so == 0) {

pthread\_mutex\_lock(&global\_queue\_mutex);

queue\_push(&global\_queue, cdir, entry->d\_name);

sem\_post(&global\_semaphore);

pthread\_mutex\_unlock(&global\_queue\_mutex);

unsigned sleep\_time = rand() % 200;

usleep(sleep\_time \* 1000);

}

}

}

// Закрываем чтение каталога

closedir(cur\_dir);

// Поднимаемся на один уровень вверх

chdir("..");

return 0;

}

//-- Работа с потоками -------------------------

void \*thread\_func(void \*param) {

int num\_col = \*((int\*) param);

queue\_node \*qn;

while (1) {

sem\_wait(&global\_semaphore);

pthread\_mutex\_lock(&global\_queue\_mutex);

qn = queue\_pop(&global\_queue);

if (qn == NULL) {

sem\_post(&global\_semaphore);

pthread\_mutex\_unlock(&global\_queue\_mutex);

return 0;

}

pthread\_mutex\_unlock(&global\_queue\_mutex);

strcat(qn->dir, "/");

strcat(qn->dir, qn->fname);

FILE \*f = fopen(qn->dir, "r");

if (f == NULL) {

print\_error("Error for open file", qn->dir);

continue;

}

int col\_count = 0;

int c, i, j, k, n, nn, flag, l;

//-- Чтение первой строки и подсчет столбцов

while ((c = fgetc(f)) != EOF && c != '\n') {

if (c == ',')

++col\_count;

}

++col\_count;

fseek(f, 0, SEEK\_SET);

char \*\*str\_vect = (char \*\*) malloc(sizeof(char \*) \* col\_count);

for (i = 0; i < col\_count; ++i) {

str\_vect[i] = (char \*) malloc(256);

str\_vect[i][0] = '\0';

}

stack\_node \*st = NULL;

//-- Чтение файла ---------------------

i = j = k = 0;

flag = 0;

while ((c = fgetc(f)) != EOF) {

//printf("%c\n", c);

if (c == '"')

flag = !flag;

if (c == ' ' && !flag)

continue;

if (c == '\n') {

if (str\_vect[0][0] != '\0') {

str\_vect[i][j] = '\0';

stack\_push(&st, str\_vect);

++k;

str\_vect = (char \*\*) malloc(sizeof(char \*) \* col\_count);

for (i = 0; i < col\_count; ++i) {

str\_vect[i] = (char \*) malloc(256);

str\_vect[i][0] = '\0';

}

}

i = j = 0;

} else if (c == ',') {

str\_vect[i][j] = '\0';

++i; j = 0;

} else {

str\_vect[i][j++] = (char) c;

}

}

fclose(f);

//-- Перемещение строк из стека в вектор -----

if (str\_vect[0][0] == '\0') {

--k;

for (i = 0; i < col\_count; ++i)

free(str\_vect[i]);

free(str\_vect);

str\_vect = stack\_pop(&st);

}

char \*\*\*str\_mat = (char \*\*\*) malloc(sizeof(char \*\*\*) \* (++k));

str\_mat[k-1] = str\_vect;

for (i = 0; i < k - 1; ++i)

str\_mat[i] = stack\_pop(&st);

// Sort

n = k;

do {

nn = 0;

for (j = 1; j < n; ++j)

if (strcmp(str\_mat[j-1][num\_col], str\_mat[j][num\_col]) > 0){

char \*\*temp = str\_mat[j-1];

str\_mat[j-1] = str\_mat[j];

str\_mat[j] = temp;

nn = j;

}

n = nn;

} while (n);

//-- Печать в файл -------------------------

f = fopen(qn->dir, "w");

for (i = 0; i < k; ++i) {

for (j = 0; j < col\_count - 1; ++j) {

fprintf(f, "%s,", str\_mat[i][j]);

}

fprintf(f, "%s\n", str\_mat[i][j]);

}

fclose(f);

free(qn);

unsigned s\_time = rand() % 300;

usleep(s\_time \* 1000);

}

}

int main (int argc, char\* argv[]) {

srand(time(0));

int sem\_value = 0, new\_elem, sleep\_time, numCPU;

unsigned count\_elem\_queue = 0, i, j, sum;

pthread\_t \*threads;

DIR \*cur\_dir;

if (argc < 4) {

printf("Недостаточно аргументов запуска программы!\n");

return 1;

}

int field = atoi(argv[3]);

//-- Инициализация глобальных переменных ----------------

sem\_init(&global\_semaphore, 0, 0);

pthread\_mutex\_init(&global\_queue\_mutex, NULL);

queue\_init(&global\_queue);

err\_file = NULL;

// Проверяем, что в параметрах передан каталог попыткой сделать его рабочим каталогом

if (chdir(argv[1]) == -1) {

print\_error("Ошибка каталога, возможно его не существует или это файл:", argv[1]);

return 1;

}

chdir("..");

//-- Запуск потоков ---------------------

numCPU = sysconf(\_SC\_NPROCESSORS\_ONLN);

printf("%d threads will be started.\n\n", numCPU);

threads = (pthread\_t \*) malloc(sizeof(pthread\_t) \* numCPU);

for (i = 0; i < numCPU; ++i) {

pthread\_create(&threads[i], NULL, &thread\_func, (void\*)&field);

}

//-- Подготовка регулярного выражения ---------

regex\_t preg;

int err;

if ((err = regcomp(&preg, argv[2], REG\_EXTENDED | REG\_ICASE)) != 0) {

char buf[512];

regerror(err, &preg, buf, 512);

print\_error("Error regular expression:", buf);

return 1;

}

//-- Вызываем рекурсивный обход ------

print\_dir(argv[1], preg);

sem\_post(&global\_semaphore);

printf("exit");

//-- Ожидание завершения потоков ----------

for (i = 0; i < numCPU; ++i) {

pthread\_join(threads[i], NULL);

}

printf("exit2");

if (err\_file != NULL)

fclose(err\_file);

return 0;

}

# IV. Тестовый пример

Для тестирования программы была создана следующая схема директорий и файлов:

* a:
  + b:
    - 1.csv
    - 12.csv
    - 123.csv
  + c:
    - 4.csv
    - 42.csv
    - 423.csv
  + d:
    - e:
      * 5.csv
      * 52.csv
    - f:
      * 67.csv
    - 7.csv
    - 72.csv
  + 34.csv
  + ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAATkAAADRCAIAAAA441L9AAAAAXNSR0IArs4c6QAAFLlJREFUeF7tnVtsHFcZx8euE1/WJL0iaIGX2k0dxVShRcIOggqkFjtBmIIWnpKKB+eN2g95IpGQXB5QJLwpvNgI1JoXZKnCEiH7WBUR+6WVKY6StrtVRS8CCTXxeh3nZu9yztz27FzOnDMzuzsz57+yLF++M/Od33f+cy4z55uuR6fe1PABARBIPIEuotVP//KtxPsJB0FAaQKP/fDv3UoDQOVBID0EoNX0xAqeqk0AWlU7/qh9eghAq+mJFTxVmwC0qnb8Ufv0EJDQ6i9/93tSL7/v6akyPAWBVBIQ0urrpU+f/9FPJl544bmpH3/7+z8g37/2vePk+/B3niffP/f1Y7+5/M6/Lv85lQDgNAikhEDw/dW9ev0PGx9+98ufv1er3dmjX7f3ard298jXzr3d27t7/7mx2dvdtf/NV37+iz+mpNZwEwRSRkDo/ur/du4c2N9Tq9dqNa1Wq+/Rrxr5on/R6K+7u3sP9velrOpwN3MEurifdlaXOPL222+7z0j+SP4V2pPgMfBHWzsP9/der2xdr1Y2q1ubW1uVLf1TrVa3qpXqVqWymeuqeXlQvnDM5He62PR/+o9jF8qhvY5UsHiaDarDs0hHRuEOE6j7fNrs1ltvvTV27JsOuZJfyR/Jv0I7E6zVj7dvHezdNzD4uYHcYD/5PpjrGxwkX70Dud7c4P6Bwe59vU8+9gUvD0pPnNXhlQpXJllNFM/PrIb2OI6C44WSFdWFiTgOiGOAQIPA008/vXb5H6xcDaGSP5J/hSYVrNXPbt3J9fTc2Nq6Udm6sVkhHWxlk3St1U3SpW6RnnXrZrV6sKvu5cHEhCGEoSeOMP8uX3hZKxTGQ7uMgiCQeAKsXGMRKqlxgFbJehIxulev9edy5KuPfg325nL7Bwb6cgP7B3L39fYevP/gVx55kEevuLI4PWX2X+ULp66eXTjuae4YM7O/0p8bXTMZxsY/hG6crss+OvM36+z2ufWxNP0r6w3zs7Mse3xaMvHtDQ5GImDLNXqPavgRoNVPqrfu791/d69GOtXPyJSVzE0rFdLHkk61UqluVivbNyo9u/cq1SpPfCtTdXOoSZS6nD/jOewkTXl4OW+OTak5GSkfuWQMVRcmhl46O724Ys56qfbPvjQUnuTqzLA5Z22WvDE2vjRtHrl4ethygQ7jWVvi7aRGvPMdQrvLDr102Ti4cZaF8O4nrGRyFnUSBiZmdwK0+lF15/7ent29Wh+ZpuZyvQOD+/ROlfSoPQMDPf0D+/r6Hn3k4QcOHPD0y2ie9akVo6fSlfqat8jKf1tebRbg8OHxRUYfE1OWWIsrVwqM3pvXirwbjmMFyZ6vXjoyc8pa4ypdXT3yBHsBKL9/RbPGA/RasXq1ZNZy+RS9rDA6tcU/uWiY+JeNOYAJOJzfio7x9wQ42BkX7KGvY+4a2psArX5c3Rnc13OvVr++SfpSsghM5qp0skqXgskycGV7u1IZ7KqRnpbnwcTCJdrQ6ZKS2aiH9Z/441hd6K9pp8yRpjZxpnDl5QtlMt29kj/OaGpigd9YjI7Z2z9yPbAUSDrr8cPDQiDJwphdzCjQEL/VJwsdCEZZJcDOUd1LTeFqHaDVyp1dIpW7tXqv3ov29Od6+nLdff3d/f3dfQPdfX09vb2Hv/RF7361WLTu1Bg6YERVKoyT5n2ZdLHWBG/oeH58kUjRUQ0iWGJ75X36d2KiLZ8/v3wk0viXPQHtzE2BUhebLgHGkpg17iZXiMacezz/2uVLWtOY2Enft2y4MKFUmgi4F5NikStPq9v3dvffRw3u6+7a2d6+fXP7zs7Nuzs37+3s7N66Vb+9o929RaatB7rr3v3q8PsvmyNSMrWjuuR+iCrJiNScR5pLNnpxMmc0xUnFurh4xFqmCh8+a8hKp6PEMbrqM3ml4BqdTyzQaarhRPOYV9PI//LLw/5LXLyy4R1HSS4Bv5lzm7E988wz7tszhlzJv0I7w3vG8N3r1ddLn+zr7iaK7e7q0qcedbouXK/3dFMNk3nsfz+7/uvnv0F+fuVXP8MzhqHDgIIgwCdAnjEMfh7YOET5w38/9NADnMP96bcz0CoaHAi0iICEVv+6/MqHpX9y/Hj22ee+euynLXIUhwUBxQlIaFVxUqg+CHSWgNA+m866iLODAAgYBIKfBwYpEACBJBCAVpMQBfgAAsEEoNVgRrAAgSQQgFaTEAX4AALBBKDVYEawAIEkEIBWkxAF+AACwQSg1WBGsACBJBCAVpMQBfgAAsEEoNVgRrAAgSQQgFaTEAX4AALBBKDVYEawAIEkEBDRKkndMF4ITLxdpqkeqJX9Q9T6eSZSEvAk6nlDlBdDFOLAsRVpgtniBOakBVi7vpMZrtiotvVAfK0a0Em+r7VZmrCBG+KhmSWaKIGkUJgdPTcTIckgW/+xeTvpNk2bZGcYbCsj7slkEHXYawtmaX6jKbV6rG5RHsPXzlkpsJa0i82vXIj1ZGodjKNVQt1IAkoUooeZpBjiynVoZtVKEaoIRGlEieAydGhU23gvcKAUxtdy4eTs6CUmFd3QzAxebBCGpEcZf62WLy6vTTd1kDQd4eKcPs5tjKjMvrYxCNQ7GnvowwyHRAbSorXST1c0h1r2yby8cgzGbD/tTNzuuog6oXER0bmAdXImD7jbbd0TZqzIAmyuEQszQjZwml7ZCKxf1OzTSg5hdSBe6bAc0xnjsMkIonC0O27or9XStbWxEb8cnFZKQlu8dkWK55e1saZqGUOv2Ieva7Nz2hJ9Wc68NnvSmE57eWWdfe2aldzXmFI3MnH71yUoOjxEJJc37WH01/mQMafd6D3c1rSxMW35otnRlS9eawBs9s0YuFjDHOls4MZEhsxptEvOHKyuqFFsoULm22bs6Qx72AQEMSjIyfm/v1aHR8aa2jdt4u9taKOH9KmoeaG0UldbFSqentTOnRtt1I80Z7NE3HUem1/S+4ahmXPTlqMeXhkNtKl5Lp9szkroU5dghzmIKCo7DzjjIZlNuN3WtHx+dPa8PrEjqhnJNwCG9s3De3u+OjLXPMZxRo10vKGD5mwzfIoJCGJwmJNi4a9VqgFzxGs6Wzw/a4xwrG6JdhlsH1oqzDku2STq/p1zTAyoLOjH2yujgZZG5ho9G+nHGi3Kry4iznEQBRe33DYsT5yZ36CvACmubORPHDJLR/GN48DQiTx7GXZFjX39UHA9WAt6ZPtNJlJFOxdEKTc7asxbBzZT4NrrwHTYqA+e7LEfnZ/Y7q/NTjrfVUOlmj8R05qwg9OaOWq050jeXjXcswbBY/mlVbJMZmo3oFRAcHwR0fUbOw94Ya6RB9zltnkG0sw35gqFFY1ZIojmm6/rlJh9BXVHLbxUjUHOIrsCWS4UeOvAiQhiRwUocXL+PRvnBMlc0ps4Q+aIdGh58too069aAxrj9HQhZHLDHPFJeCRqOjZ67aSeZZtMC/UriLdXxhjYNjKPbmqM6NWnLqJekNbZPIe0Vj3JGcg01Z0H3OW2dSbSzEdnZzV2ZSaqb86rmzlfpTOAVfuuWnPUyJibzGuI3Ox7dZLvsyMzbLvitIVoJ3jrwAkJonC0O2v46NSbwa+DSZyFvb6SOM+4DiXfbeLhtPlyPvOG9nTLECefRsuqLn9golOR55Y6ezHB2UEABCgBaBXtgCVAhrDs/Rz6KwAlhIDoOzIS4i7cAAE1CZh5999dOqpm/VFrEEgLgSdPrtN+9eqrT6XFY/gJAmoSOPziOxgDqxl61LrDBCqVipQHRKtYW5IiBmMQ6BgBaLVj6HFiEJAiAK1K4YIxCHSMAH+vefPGygAnjd2V4jseVbPvWIxx4mwQ8NUq3eFP91WKfmAvSgp2IBCKgJ9Wyf43bX6J3YnKPzzsQ+FHIRBgCKyvr3N4eGuVbD620nwIsYS9ECYYgYA/AUOoHLl6abVM91u60nz4nwT2aIIgEI0AK1E/ubq1qk88588IZ5+DfbQoobTyBGxxHj1qPu3rKVeXVo2Jp3h+X9gr39QAIBYChlBtuXoc07HX3Dt3nSOlNrNTFvaUqT8f+U3FKKEEgU3m88Ybb7C/kp/dfyE61bh5Idw79w1tsqkDWLKwV6KdoZLRCTjEGfhriLwQJM0m0ap4rjrV7GMZDeEgIOBFQDbfkp5lVGLMp5p99CsujqACgcCO1GEQol/Vs4xK5BFVzR4dAgi0ioDMs/s0B7z+4odGwkquW6rZtypGOC4IUALYa452AAIdIIC95h2AjlOCQHsIyIyB2+MRzgICIOBFAFpFuwCBdBCAVtMRJ3gJAn5abbxCWyzRA+zRlkCgtQQ8tUputtB3iRm3pAVu0MC+tUHC0UHA+54Nfa2f9aZVEUawF6EEGxBgCcRyz4a+YVp/e7ngB/aCoGAGApEIuMfA+su0NT0nIf0ETldhHykAKAwCggRcWqXd5NrsnLakT1ZL9AXmp3lvkYc9n49gHGAGAoEEXPtsHHtQ6YZVv+2qupxhz+ejwqYR1FGaQFz7bNaulViNj40M8yUP+8BLIgxAIDIB9/5VuuPU2qBKe9WmzaoeeSFgb97dkr62ooC6BEL0q945XBpZlJy7yvWt465RMezVbXSoeSgCsWmVc3bV8jzI1jdU4FBIOQIhtCr7PLBqeR5k6xt5ToIDgIAPARmtqpbnQba+aGQg0EoCyAvRSro4Ngj4EIjlGUPQBQEQSCIBmTFwEv2HTyCgCgFoVZVIo55pJwCtpj2C8F8VAn57zc1dNl3c5/YtSHTB1PzAXpWWg3q2m4DX+1fH6VZz87n8xcmgTXEkewvs2x02nE9FAvz32bieBw54vgT2yj2AgwqHItCG55ZUvJyhziCQBAL8taXiyqLMi6Y02CchpvAhowT8x8DGlhruPvOm3h/2oQZDKKQkgRBjYN/3muvb3CTeswp7JZscKh2SQGxald0IBvuQEUMxVQnEo1Wu8HzyQvj2wKrZq9r0UG9JArFotZHjwZ6hM3NWd14I2EvM6SUDCvPMEohFqwF0MNzNbPNBxdpIIIRWZZ8Hls2ToJp9Ru8WoFoJICCjVdk8CarZJyCccCHDBJAXIsPBRdWSSwB5IZIbG3gGAhEJyIyBI54KxUEABCIQgFYjwENREGgjAWi1jbBxKhCIQMD9Tkf7zat2rgducgiy1bxhKJAcQjX7CLFBURBgCbi0OjSzyt4R1l8sxXtPHOz5fNDcQCAmAgH3bMgtUpqgZWFC8HSwFwQFM8UJxH3PplyYW9Smp0SFqsFe8QaI6reSAG9tiT4fODZ/RlyqsG9lqHBsxQlwxsAYz/LbhiwfxVsaqt9EIMQY2DcvBPu2cpHtB7AXoQQbEDAIxLjPpnh+dm0sf2JI9GoIe1FSsAOBkAS8c6PRDeSeWdE88jzQqwTs0V+AgAyBEP2q5xiYk5HbnRfCVKpPGjXV7GXCBVuFCcSlVR5C5IVQuIGh6rERCKFV2eeBVcvzIFvfkDMRFAOBQAIyWlUtz4NsfQNhwwAEIhBAXogI8FAUBMISCHF/VaZfDesWyoEACEQnAK1GZ4gjgEA7CECr7aCMc4BAdALQanSGOAIItIOAn1aN9A2ni6I+wF6UFOxAIBwBL63SexUntTx9qaPQB/ZCmGAEApEIuLVaPE0zQazOHBI8LuwFQcEMBCIRcGt1YkE8ZQs9NewjBQCFQUCQANaWBEHBDAQ6TABa7XAAcHoQECQArQqCghkIdJgAtNrhAOD0ICBIQFar9P6MzH1X1ewFscMMBOQJuHK4mJkcmCOxKR/ceR5g75MSI7ZtyThQBgmE2Gvum8fQDw/yQmSw4aBKbScQQquyY2DZPAmq2csPbFACBMQIyGhVNk+CavZixGEFAuEIIC9EOG4oBQKRCCAvRCR8KAwCSSYgMwZOcj3gGwhknQC0mvUIo35ZIQCtZiWSqEfWCXho1UjxYH4EMkPAPuuNBPVLBAH+OrDsK0Zhn4igwonkE4h9HXh4ZEzbeK8sXHPYC6OCIQhIEuDOV+lDRzIvYYW9JH2Yg4AEAc/3rxpvWSUfwcfSYd/250lxwnQTiO15YJJDSf+U8svDIolHYS9xdYQpCIQiEPSMIVaL+Fhl+YQKEgplj0Dsa0vGOHhkWAoV7KVwwRgExAjwn4UguX8XmxeX+HkeYC9GHVYgIE/ArVX20QYjq/cQc1h6V0bTFlcaL8+APctHPgIoAQKCBDzXgTlLbMgLke71R3ifDAKxrQP761y1PA+y9RW8QsIMBKQJyDy7r1qeB9n6SsNHARCQIBB0z0biUDAFARAQJRDDPRuyvUb0bLADARBoIwGZMXAb3cKpQAAEHASgVTQJEEgHAWg1HXGClyAAraINgEA6CECr6YgTvAQBaBVtAATSQQBaTUec4CUIQKtoAyCQDgLQajriBC9BAFpFGwCBdBCAVtMRJ3gJAtAq2gAIpIMAtJqOOMFLEIBW0QZAIB0EoNV0xAleggC0ijYAAukgAK2mI07wEgScWiVJ3gAFBEAggQTQryYwKHAJBDwIQKtoFiCQDgLQajriBC8zTGB9fd1RO/dfiAG0muE2gKqlhgArTk+hQqupiSUczTwBQ6J+QoVWM98AUMEUEDh69KjhpS1U+y+s9xgDpyCWcDHzBFhxegoV/Wrm2wAqmBoChkT9hAqtpiaQcFQFAhyhQqsqNADUMSMEMF/NSCBRjcwTgFYzH2JUMCMEoNWMBBLVyDwBaDXzIUYFE0dA9kXJRgXoe82vvvqUbG0++OAD2SKwlyXw+OOPyxaBfVYJHH7xHfSrWQ0u6pU1AtBq1iKK+mSVALSa1ciiXlkjwNPqjPXJWqVRHxBoJYEWCcdXq+R8RnUKhUIr64Vjg0DWCNiSsUUUSw29tQqhxgIXB1GWQHS5kv1xjr2sHlqFUJVtYah4jASiy9XhjIdWYz9HjPXHoUAgLQQi9nlkz41j2433GBhyTUuDgJ/JJBBaqPbQV2gM7FhSind+nEyy8AoEYiQQWqh8H/CMYYwxivlQeMYwZqBpPhyeMUxz9OB7hgi4h74SY+AMcUBVQCALBDAGTm4UMQZObmza7hkZA4fUattdxQlBQGkCplaVZoDKg0BKCPwfbZDj5FBD+1AAAAAASUVORK5CYII=)123.csv
  + 123.txt

Каждый файл содержит следующий текст:

# V. Результаты работы программы

Программа была запущена следующей командой:

./PractEx a "(.\*2.\*\.csv)" 2

Алгоритм смог найти файлы:

* a/b/12.csv
* a/b/123.csv
* a/c/42.csv
* a/c/423.csv
* a/d/e/52.csv
* a/d/72.csv
* a/123.csv

И изменить их содержимое на:
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